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Abstract—These days, internet of things (IoT) are being widely used in many safety-critical domains, like healthcare and transportation. Thus, their functional correctness is very important. However, simulation based analysis is based on sampling methods and thus their results are not complete and cannot be termed as accurate. Formal verification has been recently proposed to verify the digital components of IoT devices and thus overcome the incompleteness issues of simulation. However, formal verification process requires manual development of a formal model of the given circuit and its desired properties. Moreover, the verification of the relationship between the formally specified model and its properties sometimes also requires manual interventions. These manual efforts can be quite cumbersome while verifying large systems and thus make formal verification of IoT devices somewhat infeasible for industrial usage. To overcome these limitations, we present a tool chain to automatically formally verify digital components of IoT devices, which are usually expressed in the Verilog language. The proposed methodology primarily leverages upon the strong verification support for the C language. The idea is to convert the given Verilog code and its properties to C language and use bounded model checking to verify the obtained C code. The formally verified C code is then converted back to Verilog to facilitate circuit design steps i.e., synthesis, timing analysis etc., and thus continue with the regular digital system design flow. For illustration, we present the verification of several widely used components of IoT devices, including an ALU and a 64-bit processor, which are fairly complex and to the best of our knowledge have never been formally verified automatically before.
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I. INTRODUCTION

The emergence of the internet of things (IoT) is enabling many physical systems of the world for data exchange and communication over the internet. This combination of cyber and physical systems are extensively being used in many safety-critical domains, like transportation and healthcare. Verification of digital designs, which is an essential component of every IoT device, is of utmost importance due to the heavy cost of undetected bugs in the hardware. Traditionally, digital designs are verified using simulation, which ascertains the correctness of the design by observing the behaviour of the circuit under a subset of all possible inputs due to inability to perform exhaustive simulation for large circuits. This non-exhaustive nature of simulation does not allow us to guarantee an accurate analysis and thus the circuit under analysis may contain bugs.

Formal verification [1] is an accurate alternative to simulation that overcomes its limitations by proving or disproving the correctness of the given design against its desired properties mathematically. The main principle behind formal analysis of a digital circuit is to construct a computer based mathematical model of the given circuit and formally verify within a computer, that this model meets rigorous specifications of intended behaviour. Thus, the engineer working with a formal methods based verification tool has to develop a formal model of the given circuit and the formal specifications of the desired properties. Moreover, she has to be involved in the verification task as well.

Due to importance of formal verification in hardware design, various formal verification tools have been proposed using different modeling and verification techniques. For example, recently higher-order-logic theorem proving [1] has been quite frequently used for this purpose. For example, PROVERIFIC [2] allows hardware design verification through Property Specific Language (PSL) assertions. A gate level description of the electronic control unit has been verified using the HOL theorem prover [3]. Braibant [4] proposed to formally verify hardware circuits using the Coq theorem prover. In all these works, the user has to develop a formal model of the given circuit manually and verify the model with the help of desired properties. Manual verification makes the above-mentioned techniques quite infeasible for hardware engineers in the industry.

Automatic verification of hardware circuits has been recently proposed in [5] using HOL theorem prover. However, the proposed idea is limited to verification of combinational circuits only. It has been observed that most of the formal verification tools [6]–[8] perform synthesis at the bit-level. Moreover, the existing formal verification techniques mostly convert the given Verilog design to a net-list using And-inverted graphs, which restricts the verification of Verilog designs specified at the register transfer level (RTL) [9]. Reve[10] is a formal verification tool for verifying complex control logic of digital designs with wide datapaths. Reve employs counterexample-guided abstraction refinement (CEGAR) but is not available as an open source development, which limits its extensive usage. It can be observed that many formal verification tools, like VIS[7], VCCEGAR[11], and UCLID[12], cannot be used for verifying larger designs as the tools time out since their requirements often exceed the available memory for large designs. The authors in [13] perform formal hardware verification through bounded model checking to overcome this...
problem. However, the final output obtained in this work is a formally verified C code, which executes sequentially unlike Verilog/VHDL, which performs parallel operations. In order to overcome the above-mentioned limitations, we propose to first transform the Verilog code of the circuit to be verified to C using a Verilog to C translator. This step allows representing the given Verilog code at the word level, which can be considered as a software net-list. We propose to formally verify this C file with respect to the given properties using the bounded model-checking technique. This verified C file is proposed to be converted to Verilog at the RTL level after verification. Thus, the proposed methodology allows us to obtain formally verified Verilog files at the RTL level. Moreover, it allows us to leverage upon the efficient verification methods developed for C code verification for verifying hardware designs and thus makes the verification more scalable. The conversion from C to Verilog also integrates the high-level synthesis process within the verification framework and is thus another useful outcome of the proposed methodology. The two main contributions of this paper are:

1. We present a tool chain using open source tools to formally verify hardware design. For this, we mainly use three tools; V2C (Verilog to C converter) [9] , CBMC (bounded model-checker for C) [14] and the BAMBU (C to Verilog converter) [15] tool.

2. To illustrate the practical effectiveness of the proposed methodology, we utilize it to formally verify some digital circuits, including Multiplexer, Encoder, Adder, Arithmetic logic unit (ALU) and a 64-bit processor.

The rest of the paper is organized as follows. Section 2 describes the proposed methodology in detail. The illustrative case studies are explained in Section 3. Finally, Section 4 concludes the paper.

II. METHODOLOGY

The proposed methodology, depicted in Figure 1, requires two inputs, i.e., (i) the Verilog code of the digital circuit and (ii) the desired properties of the given circuit that need to be verified. The final output of our methodology is the formally verified and synthesized Verilog code. As depicted in Figure 1, the first step in the proposed methodology is to convert the Verilog code along with its desired properties, specified as assertions, to C language using the V2C tool. The next step is to parse and then verify the obtained C code using the CBMC model checker. If the C code verification is successful, then we convert the formally verified C code to its corresponding Verilog code using the high level synthesis tool BAMBU. Otherwise, the code is checked to find if the failures are related to modeling or translation errors or are actual functional bugs. The input Verilog code is revised accordingly and the process is repeated until we successfully verify all the given properties. The main steps involved in the proposed methodology are explained in detail below:

A. Verilog to C Conversion

Various tools are available for translating Verilog files to C files. Verilator [16] is an open source tool, which allows converting Verilog codes to C or C++. It can also be used for simulating the Verilog code or converting C files to Verilog code. However, we noticed that the output generated via Verilator is not the most optimal C implementation of the given functionality. It suffices for simulation purposes but does not suit our context where the verification complexity grows exponentially with the size of the model.

Verilog2C++ [17] is another tool that can be used to convert simple Verilog files to C++. VTOC [18] is another tool for converting Verilog to C file, which is quite efficient but we passed on it due to its non-availability as a free-ware tool. V2C (Verilog to ANSI-C) [9] also allows translating Verilog to C and is available as open source. The generated C file is quite optimal and is nearly equivalent to the size of Verilog file and easily understandable. After exploring various Verilog to C converters, we decided to use the V2C tool for our work. The generated C program is cycle-accurate and can be used as the word-level representation for the considered hardware circuits. The translation of C to world-level gives an opportunity to use Satisfiability Modulo Theories (SMT) based tools for the verification purpose. However, one of the main limitations of the V2C tool is that the generated C file may contain some syntax errors. We have developed an automatic tool to rectify these errors before saving the C file.

B. C Verification

Software verification is a mature field with many tools for the formal verification of the C code e.g., Blast [19], CPA-Checker [20], Sea-horn [21] and CBMC [14]. We selected CBMC to be used in our context because it is known to exhibit a better performance in terms of verification due to utilization of SAT algorithms for verification and bounded model-checking technique [11]. Moreover, it includes almost all ANSI-C language features. CBMC is a user-friendly tool and supports fully automated verification. The user only has to provide the C file along with its properties for the verification of the C code.

![Fig. 1. Proposed Methodology](image-url)
C. C to Verilog Conversion

Like the above-mentioned cases, many tools are also available for C to Verilog conversion and we had to investigate them to find the most suitable option for the proposed methodology. These tools are usually characterized as high level synthesis tools. Some are available as open source, e.g., LegUp [22] and BAMBU [15], while most are commercial, e.g., Catapult-C [23], C2H [24] and Symphony C. LegUp is a compiler that synthesizes C code to hardware and is built within the LLVM compiler framework. BAMBU is also a high level synthesis tool that generates various implementations by trading-off latency and other resources. BAMBU utilizes a novel approach for handling the memory architecture to support complex constructs of C language. BAMBU is built within the GCC compiler and can be easily configured to various target devices and technologies. It also generates a test-bench to validate the result and Verilog code against its corresponding C code. Based on these unique features, we selected BAMBU for converting C to Verilog in the proposed methodology. The details of rest of them can be found in [25].

III. CASE STUDIES

In order to illustrate the effectiveness and utilization of the proposed methodology for verifying Verilog models of digital circuits, we used a wide range of commonly used digital circuits, including gates, multiplexer, encoder,adder, ALU and a processor design. The proposed methodology was able to effectively formally verify all these circuits. Verification details of multiplexer, encoder, Adder, 64-bit ALU and the processor design are shared in this section.

A. Multiplexer

The input Verilog code for the 4x1 multiplexer that we verified is available at [25]. It was verified using the following properties, where the variables \(a, b, c, d\) represent the four inputs, \(out\) is the output and \(s\) is the select line which selects one of the inputs.

\[
\begin{align*}
\text{assert}( !(s == 1) \| (\text{mux} \_ \text{out} == a)); \\
\text{assert}( !(s == 2) \| (\text{mux} \_ \text{out} == b)); \\
\text{assert}( !(s == 3) \| (\text{mux} \_ \text{out} == c)); \\
\text{assert}( !(s == 4) \| (\text{mux} \_ \text{out} == d)); \\
\end{align*}
\]

B. Encoder

The encoder circuit that we verified is a low enable module [25] i.e., whenever the enable signal is high, the output is always one. When the enable signal is low, the output follows the input as per the following properties where \(in\) and \(en\) are input signals and \(out\) is output.

\[
\begin{align*}
\text{assert}( (in == 32) \| !(*\text{encode} \_ \text{out} == 60)); \\
\text{assert}( !(en ==1 && in==32))\|\!(*\text{encode} \_ \text{out}==0)); \\
\end{align*}
\]

C. Full Adder

We verified a 64-bit full adder [25] with inputs \(a, b, c\) and the outputs are \(sum\) and \(carry\). The property for the \(sum\) output is verified as follows:

\[
\text{assert}( !(\text{out} \_ \text{sum}) \| !(a + b + c));
\]

D. 64-Bit Arithmetic Logic Unit (ALU)

The 64-bit ALU that we formally verified using the proposed methodology supports OR, AND, Add, and Subtract operations and its code is available at [25]. The inputs are \(a \_ in, b \_ in\) and the output is \(result \_ out\). The formally verified properties are:

\[
\begin{align*}
\text{assert}( !(\text{inst} \_ \text{sel} ==0) \| \!(*\text{result} \_ \text{out} == (a \_ in+b \_ in))); \\
\text{assert}( !(\text{inst} \_ \text{sel} ==1) \| \!(*\text{result} \_ \text{out} == (a \_ in-b \_ in))); \\
\text{assert}( !(\text{inst} \_ \text{sel} ==2) \| \!(*\text{result} \_ \text{out} == (a \_ in&&b \_ in))); \\
\text{assert}( !(\text{inst} \_ \text{sel} ==3) \| \!(*\text{result} \_ \text{out} == (a \_ in || b \_ in))); \\
\end{align*}
\]

E. 64-Bit Processor

We also formally verified a 64-bit processor using the proposed methodology. Its code is available at [25] and the block diagram is shown in Figure 2. The processor accepts 64-bits inputs, i.e., \(a \_ in, b \_ in, c \_ in, d \_ in\). These inputs are given to two multiplexers. The processor supports an instruction set, which has 2 bit \(ADRS \_ OP1\) (2 bits Operand 1), 2 bit \(ADRS \_ OP2\) (2 bits Operand 2) and 2 bit of \(\text{instruct} \_ \text{sel}\) (instruction select). \(ADRS \_ OP1\) gives the address of one of the four inputs to be selected as the first operand. This \(ADRS \_ OP1\) is applied to the select line of the first multiplexer. Similarly, \(ADRS \_ OP2\) is used as the select line of the second multiplexer and thus selects the second operand of the ALU. The input \(\text{instruct} \_ \text{sel}\) is used to select one of the operations (ADD, SUB, AND, OR) of the ALU to be performed to these operands. The output of this operation is then given to the final output port, i.e., \(result \_ out\). The processor also has a high active reset pin, i.e., \(\text{Int} \_ \text{en}\). Whenever \(\text{Int} \_ \text{en}\) is one, \(Result \_ out\) becomes one irrespective of the given input. We verified the following properties for this processor using the proposed methodology.

\[
\begin{align*}
\text{assert}( !(\text{int} \_ \text{en} == 0 \&\& \text{instruct} \_ \text{sel} == 0) \&\& ADRS \_ OP1 == 0 \&\& ADRS \_ OP2 == 2) \| \!(*\text{result} \_ \text{out} == (a \_ in+c \_ in))); \\
\end{align*}
\]
assert(!((int_en == 0 && instrct_sel == 1 ||
&& ADRS_OP1 == 0 && ADRS_OP2 == 3) ||
(result_out == (a_in - d_in)));

assert(!((int_en == 0 && instrct_sel == 2 ||
&& ADRS_OP1 == 0 && ADRS_OP2 == 3) ||
(result_out == (a_in || d_in)));

assert(!((int_en == 0 && instrct_sel == 3 ||
&& ADRS_OP1 == 0 && ADRS_OP2 == 3) ||
(result_out == (a_in && d_in)));

assert(!(int_en == 1) || result_out == 1);

The synthesis results for all the above-mentioned case studies are summarized in Table 1. We can observe that BAMBU synthesizes the circuits efficiently in less than one second with the maximum time consumed for the 64-bit processor only is 0.29 seconds. The successful formal verification of the 64-bit processor using the proposed methodology clearly indicates its effectiveness as this kind of a large circuits cannot be exhaustively verified using simulation. Moreover, all the verification results, reported in this section, were automatically obtained in a push button manner. This features makes the proposed methodology quite suitable for the industrial setting.

<table>
<thead>
<tr>
<th>Circuit</th>
<th>Number of cycles</th>
<th>Area (LE)</th>
<th>Clock Frequency (MHz)</th>
<th>clock Slack (ns)</th>
<th>Synthesis time (s)</th>
</tr>
</thead>
<tbody>
<tr>
<td>16-bit Logic Gates</td>
<td>5</td>
<td>767</td>
<td>338.4074</td>
<td>7.0449</td>
<td>0.03</td>
</tr>
<tr>
<td>16-bit Multiplexer</td>
<td>3</td>
<td>486</td>
<td>352.8552</td>
<td>7.1659</td>
<td>0.06</td>
</tr>
<tr>
<td>16-bit Encoder</td>
<td>6</td>
<td>1320</td>
<td>147.1594</td>
<td>3.2046</td>
<td>0.22</td>
</tr>
<tr>
<td>64-bit Full Adder</td>
<td>4</td>
<td>2000</td>
<td>323.1005</td>
<td>6.9049</td>
<td>0.07</td>
</tr>
<tr>
<td>64-bit ALU</td>
<td>5</td>
<td>1099</td>
<td>249.6299</td>
<td>5.9940</td>
<td>0.06</td>
</tr>
<tr>
<td>64-bit Processor</td>
<td>10</td>
<td>2016</td>
<td>249.6300</td>
<td>5.9940</td>
<td>0.29</td>
</tr>
</tbody>
</table>

IV. CONCLUSION

The paper presents an automatic formal verification technique for Verilog models while minimizing the user involvement. This technique is very useful in ensuring the correctness of IoT devices, which are widely used in many safety and mission-critical domains. We propose to use CBMC, which is a verification tool for C language, for this purpose we propose a tool chain to formally verify digital circuits using the bounded model checking technique and obtain the final result at the RTL level using high level synthesis. For illustration, we verified various commonly used digital circuits, including a 64 bit processor. These promising results illustrate the practical utilization and effectiveness of the proposed methodology.
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